Лабораторная работа №2

**Структура программы на языке Ассемблера**

**Задание 1.** Ознакомиться с примером программы на языке Ассемблера, представленной ниже. Набрать в редакторе [ASM Editor](https://sdo.vsu.by/pluginfile.php/222292/mod_assign/intro/masm32.zip) эту программу, скомпилировать и запустить программу, убедиться в её работоспособности:

**.486**

**.model** **flat**, **stdcall**

**option** **casemap** **:none** *; чувствительность к регистру букв в идентификаторах*

**include** windows.inc

**include** kernel32.inc

**includelib** kernel32.lib

**.data**

messageString **db** "Hello, World!!!"

inputBuffer **db** 0

**.data?**

inputHandle **dd** ?

outputHandle **dd** ?

numberOfChars **dd** ?

**.code**

entryPoint:

push STD\_INPUT\_HANDLE *; передача параметра в функцию*

call GetStdHandle *; вызов системной функции*

mov inputHandle, **EAX** *; сохранение результата функции*

push STD\_OUTPUT\_HANDLE

call GetStdHandle

mov outputHandle, **EAX**

push NULL *; 5-ый параметр функции, системная константа*

push **offset** numberOfChars *; 4-ый параметр функции, адрес переменной*

push 15 *; 3-ий параметр функции, целочисленная константа*

push **offset** messageString *; 2-ой параметр функций, адрес массива символов*

push outputHandle *; 1-ый параметр функции, дескриптор системного объекта*

call WriteConsole

push NULL

push **offset** numberOfChars

push 1

push **offset** inputBuffer

push inputHandle

call ReadConsole

push 0

call ExitProcess

**end** entryPoint

**Задание 2.** Ознакомиться с приведённым ниже описанием системных функций, используемых в примере выше, и с общими правилами вызова системных функций в языке Ассемблера. На основе полученных знаний модифицировать приведённый выше пример таким образом, чтобы программа считывала введённую пользователем строку и выводила её в фигурных скобках.

**Краткая теория:**

В приведённом примере используется три вида инструкций языка Ассемблера, это команды push, call и mov. Команда push используется для работы с сегментом стека приложения, подробнее действие данной команды будет рассмотрено позже, в данном приложении эта команда используется для предварительной передачи параметров в функцию **перед** вызовом самой функции, который осуществляется командой call. При этом параметры функции, описанные в прототипе этой функции, записанном на языке C++, при вызове на языке Ассемблера передаются в **обратном** порядке. То есть первым с помощью команды push передаётся последний параметр функции (последний в её записи на языке C++). Команда mov в данном примере присваивает переменной, которая является первым операндом команды, значение регистра EAX, который является вторым операндом этой команды. Делается это для получения значения, возвращаемого системной функцией, так как все системные функции операционной системы Windows возвращаемое значение помещают именно в этот регистр.

Рассмотрим функции, используемые в приведённом примере:

***Функция* GetStdHandle**

Возвращает дескриптор стандартного потока (ввода, вывода или ошибок) консоли. Дескриптор - это 32-битное целое беззнаковое число, по которому операционная система находит системные объекты, к которым относятся и потоки ввода/вывода консоли.

Прототип данной функции на языке C++ выглядит так:

HANDLE WINAPI GetStdHandle(DWORD nStdHandle);

Параметры функции:

*nStdHandle*

Входной обязательный параметр, который определяет, дескриптор какого именно потока необходимо получить. Может принимать значение одной из целочисленных констант:

|  |  |
| --- | --- |
| STD\_INPUT\_HANDLE = -10 | Поток ввода, по умолчанию ввод с клавиатуры в консоли. |
| STD\_OUTPUT\_HANDLE = -11 | Поток вывода, по умолчанию вывод на экран в консоль. |
| STD\_ERROR\_HANDLE = -12 | Поток ошибок, по умолчанию вывод на экран в консоль. |

Возвращаемое значение:

В случае успеха возвращается дескриптор запрошенного потока, который затем может использоваться для ввода или вывода данных, используя функции ReadConsole или WriteConsole. В случае ошибки функция возвращает специальное значение, равное константе INVALID\_HANDLE\_VALUE. В случае, если ошибки не произошло, но приложение не может иметь доступ к консоли, возвращается нулевое значение, равное константе NULL.

***Функция* WriteConsole**

Записывает символы строкового буфера в указанный поток вывода.

Прототип данной функции на языке C++ выглядит так:

BOOL WINAPI WriteConsole(

HANDLE hConsoleOutput,

const VOID \*lpBuffer,

DWORD nNumberOfCharsToWrite,

LPDWORD lpNumberOfCharsWritten,

LPVOID lpReserved

);

Параметры функции:

*hConsoleOutput*

Входной обязательный параметр — дескриптор потока вывода, в который будут выведены символы.

*lpBuffer*

Входной обязательный параметр — адрес начала строкового буфера, содержимое которого будет выведено в поток.

*nNumberOfCharsToWrite*

Входной обязательный параметр — количество символов в буфере, которое необходимо вывести в поток.

*lpNumberOfCharsWritten*

Выходной обязательный параметр — адрес 32-битной ячейки памяти, в которую функция запишет количество фактически выведенных в поток символов.

*lpReserved*

Зарезервированный параметр. Должен быть равен NULL.

Возвращаемое значение:

В случае успеха возвращается значение true, иначе false.

***Функция* ReadConsole**

Считывает символы из указанного потока ввода в строковый буфер. При этом считанные символы удаляются из потока ввода.

Прототип данной функции на языке C++ выглядит так:

BOOL WINAPI ReadConsole(

HANDLE hConsoleInput,

LPVOID lpBuffer,

DWORD nNumberOfCharsToRead,

LPDWORD lpNumberOfCharsRead,

LPVOID pInputControl

);

Параметры функции:

*hConsoleInput*

Входной обязательный параметр — дескриптор потока ввода, из которого будут прочитаны символы.

*lpBuffer*

Входной обязательный параметр — адрес начала строкового буфера, в который будут введены символы, прочитанные из потока.

*nNumberOfCharsToRead*

Входной обязательный параметр — количество символов, которое необходимо прочитать из потока. Данное количество должно быть не больше размера самого буфера. При этом если пользователь ввёл с клавиатуры большее количество символов, чем указанное данным параметром, то введённая строка будет урезана до nNumberOfCharsToRead символов, остальные символы в буфер помещены не будут.

*lpNumberOfCharsRead*

Выходной обязательный параметр — адрес 32-битной ячейки памяти, в которую функция запишет количество фактически прочитанных из потока символов.

*pInputControl*

Входной необязательный параметр — адрес структуры, в которой можно указать дополнительные параметры потока, такие как символ окончания операции чтения. Данный параметр указывается для чтения символов в кодировке Unicode. В нашем случае можно всегда оставлять его равным NULL.

Возвращаемое значение:

В случае успеха возвращается значение true, иначе false.

***Функция* ExitProcess**

Завершает приложение, в котором она вызывается.

Прототип данной функции на языке C++ выглядит так:

VOID WINAPI ExitProcess(UINT uExitCode);

Параметры функции:

*uExitCode*

Код завершения приложения, возвращаемый операционной системе.

Возвращаемое значение:

Функция не возвращает никакого значения.

***Примечание:***

В рассмотренных функциях WriteConsole и ReadConsole используется явное указание размера буфера, то есть не используются строки с завершающим нулевым символом. Это нужно учитывать при операциях чтения строк из консоли. Если дальнейшая обработка прочитанной строки будет требовать завершающего нуля, то после операции чтения из потока в ячейку памяти с адресом lpBuffer+[lpNumberOfCharsRead] необходимо будет явно занести значение 0. Здесь квадратные скобки обозначают обращение к содержимому ячейки памяти с адресом lpNumberOfCharsRead. Записанное здесь выражение в таком виде на языке Ассемблера записано быть не может, правильная запись будет ясна после рассмотрения методов адресации.

**Задание 3.** На языке Ассемблера создать консольное приложение, которое считывает три введённых пользователем строки, усекает или дополняет пробелами каждую строку до 10 символов, после чего выводит текст в соответствии с заданием Вашего варианта:

![](data:image/png;base64,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)

Во всех вариантах первая введённая пользователем строка обозначена как "aaaaaaaaaa", вторая — как "bbbbbbbbbb", и третья — как "cccccccccc".

Коды символов, с помощью которых необходимо строить предложенные схемы, можно найти в следующей таблице:

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  | **\_0** | **\_1** | **\_2** | **\_3** | **\_4** | **\_5** | **\_6** | **\_7** | **\_8** | **\_9** | **\_A** | **\_B** | **\_C** | **\_D** | **\_E** | **\_F** |
| **0\_** |  | ☺ | ☻ | ♥ | ♦ | ♣ | ♠ |  |  |  |  | ♂ | ♀ |  | ♫ | ☼ |
| **1\_** | ► | ◄ | ↕ | ‼ | ¶ | § | ▬ | ↨ | ↑ | ↓ | → |  | ˾ | ↔ | ▲ | ▼ |
| **2\_** |  | ! | " | # | $ | % | & | ' | ( | ) | \* | + | , | - | . | / |
| **3\_** | 0 | 1 | 2 | 3 | 4 | 5 | 6 | 7 | 8 | 9 | : | ; | < | = | > | ? |
| **4\_** | @ | A | B | C | D | E | F | G | H | I | J | K | L | M | N | O |
| **5\_** | P | Q | R | S | T | U | V | W | X | Y | Z | [ | \ | ] | ^ | \_ |
| **6\_** | ` | a | b | c | d | e | f | g | h | i | j | k | l | m | n | o |
| **7\_** | p | q | r | s | t | u | v | w | x | y | z | { | | | } | ~ |  |
| **8\_** | А | Б | В | Г | Д | Е | Ж | З | И | Й | К | Л | М | Н | О | П |
| **9\_** | Р | С | Т | У | Ф | Х | Ц | Ч | Ш | Щ | Ъ | Ы | Ь | Э | Ю | Я |
| **A\_** | а | б | в | г | д | е | ж | з | и | й | к | л | м | н | о | п |
| **B\_** | ░ | ▒ | ▓ | │ | ┤ | ╡ | ╢ | ╖ | ╕ | ╣ | ║ | ╗ | ╝ | ╜ | ╛ | ┐ |
| **C\_** | └ | ┴ | ┬ | ├ | ─ | ┼ | ╞ | ╟ | ╚ | ╔ | ╩ | ╦ | ╠ | ═ | ╬ | ╧ |
| **D\_** | ╨ | ╤ | ╥ | ╙ | ╘ | ╒ | ╓ | ╫ | ╪ | ┘ | ┌ | █ | ▄ | ▌ | ▐ | ▀ |
| **E\_** | р | с | т | у | ф | х | ц | ч | ш | щ | ъ | ы | ь | э | ю | я |
| **F\_** | Ё | ё | Є | є | Ї | ї | Ў | ў | ° | ∙ | · | √ | № | ¤ | ■ |  |

В данной таблице крайний левый столбец содержит старшие цифры шестнадцатеричного кода символа, верхняя строка содержит младшие цифры шестнадцатеричного кода символа, а на пересечении соответствующих строки и столбца находится сам символ.

***Замечание:*** рассмотрим операцию чтения строки из консоли

push NULL

push **offset** numberOfChars

push 1000

push **offset** inputBuffer

push inputHandle

call ReadConsole

где переменные описаны следующим образом

inputBuffer **db** 1000 **dup** (" ")

inputHandle **dd** ?

numberOfChars **dd** ?

При таком чтении если с клавиатуры будет прочитано более 10 символов, то при использовании вывода с помощью функции WriteConsole можно будет ограничить количество выводимых символов третьим параметром. Однако при вводе трёх символов, допустим, строки "abc" пользователь нажимает клавишу Enter для завершения ввода, и в строку на 4-ую и 5-ую позицию будут записаны коды символов, соответствующие этой клавише (символ с кодом 13 и символ с кодом 10). И хоть при объявлении строки inputBuffer мы резервируем 1000 пробельных символов (с кодом 32), при выводе первых 10 символов такой строки будут выведены 3 символа, введённых пользователем ("abc"), затем символ перехода на новую строку (код 13), затем символ возврата каретки (код 10), после чего оставшиеся 5 пробельных символов (код 32). Для того, чтобы избежать вывода символов с кодами 13 и 10, нужно на их место записать пробельные символы (с кодом 32). Добиться этого можно с помощью переменной numberOfChars. Для этого можно занести в регистр EBX адрес введённой строки inputBuffer, в регистр EAX занести количество прочитанных символов (фактически, длину строки inputBuffer). А затем в ячейки памяти с адресами EBX + EAX - 1 и EBX + EAX - 2 занести код пробельного символа

mov **EBX**, **offset** inputBuffer

mov **EAX**, numberOfChars

mov **byte** **ptr** [ **EBX** + **EAX** - 1 ], " "

mov **byte** **ptr** [ **EBX** + **EAX** - 2 ], " "